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Abstract—As one of the promising next generation network architectures, information centric networking (ICN) is highly anticipated to improve the bandwidth usage of the Internet and reduce duplicate traffic. Since contents in ICN are disseminated in the whole network, ICN is much more vulnerable and the issue of how to deliver contents securely has been intensively discussed. However, the scalability of the existing schemes is limited. A scalable scheme is expected to be able to achieve fine-grained access control and at the same time also support multiple content providers scenario with efficient key management at user side. Besides, different content providers may publish some identical contents and these contents may be cached in the same intermediate routers, which causes high data redundancy and in turn exerts an adverse impact on the performance of ICN. In this paper, we propose a Secure Content Delivery and Deduplication scheme, called SCD2, to achieve secure and efficient fine-grained access control in ICN with multiple content providers. We first propose a scalable key-policy attribute-based encryption (SKP-ABE) to provide fine-grained access control and allow different attribute authorities to share some public attributes to simplify the key management. Furthermore, based on SKP-ABE, we design a simple but effective mechanism to conduct content deduplication. Finally, we implement a prototype of SCD2 to test its performance and compare it with some existing schemes. The results show that SCD2 has lower storage overhead, a higher degree of deduplication, and better retrieval efficiency.
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I. INTRODUCTION

NOWADAYS media traffic has taken up the most Internet traffic and numerous redundant contents are transmitted over the Internet, which leads to low bandwidth utilization ratio and transmission efficiency. To mitigate these problems, information centric networking (ICN) [1]–[4] has been proposed for such content-centric pattern, where contents are cached in the intermediate routers and can be used to directly respond to the requests. In ICN, users can obtain content cached in the routers arbitrarily without the permission of content providers (CPs), which is detrimental to CPs’ benefit. Therefore, to facilitate the development of ICN and ensure secure content delivery, many researchers have been working on the access control of ICN and proposed their solutions.

Existing schemes can be simply divided into three categories according to their access control methods: authentication-based schemes [5]–[10], encryption-based schemes [11]–[19], and hybrid schemes [20]–[22]. In authentication-based schemes, only users who pass the authentication conducted by intermediate routers, CPs, or extra security servers are able to obtain the contents for which they desire. But these schemes always cause frequent interactions and extra computation overhead on routers. Encryption-based schemes allow anyone to obtain the encrypted contents, but only legitimate users can decrypt them. Since there is no restriction on access to the contents, the network resources can be easily exhausted by interest flooding attacks [23], [24] launched by malicious users. To overcome the deficiencies of these two kinds of schemes, hybrid schemes are proposed, which combine authentication and encryption and provide two-layer access control. Nevertheless, all these aforementioned schemes have limited scalability, i.e., they can not achieve fine-grained access control nor support multiple content providers scenario with simple key management at the user side.

A feasible method to achieve a scalable access control in ICN is combining authentication with multi-authority attribute-based encryption (MA-ABE), where each CP acts as an attribute authority. There are two kinds of ABE: ciphertext-policy ABE (CP-ABE) [25] and key-policy ABE (KP-ABE) [26]. In CP-ABE, users are allowed to arbitrarily combine their attribute keys to satisfy the access structure embedded in the ciphertext for decryption. Thus, if a user who is the VIP of Netflix and a member of Youtube obtains keys corresponding to attributes “VIP”, “Netflix”, “member”, and “Youtube” from these two CPs, he/she can combine the attributes “VIP” and “Youtube” to get VIP status of
Youtbe, which is obviously undesired. Therefore, although different CPs may share some attributes like “VIP”, different CPs must differentiate these attributes (e.g., assign attribute “Netflix_VIP”) for security purposes, which actually increases the overhead to manage attribute keys obtained from these CPs. Though KP-ABE can restrict such arbitrary attribute key combinations by embedding an access structure in users’ attribute keys, authorities in existing multi-authority KP-ABE schemes assign attribute keys that implicitly contain access structures entirely independently. Hence, they cannot achieve sharing some attributes among different CPs either and the key management complexity is still high. Thus, a novel ABE algorithm needs to be designed with efficient key management for multiple CPs scenario in ICN.

Besides, since ICN depends on in-network caching to provide better service, the quality of contents cached in the network exerts a direct impact on the quality of its service. Specifically, the more different useful contents it caches, the better service can be provided. However, in the real world, users may request the same contents from different CPs, which causes the cache space of intermediate routers to be occupied by duplicate contents. Considering the fact that the cache space of a router in ICN tends to be limited, the performance of ICN is extremely susceptible to duplicate data. Therefore, it is essential for us to design a content deduplication mechanism while maintaining secure data delivery in ICN.

In this paper, we propose SCD2, a Secure Content Delivery and Deduplication scheme for multiple CPs scenario in ICN with high scalability. The key to this scheme is that we propose Scalable Key-Policy Attribute-Based Encryption (SKP-ABE for short) where different attribute authorities (AAs) can share some public attributes. In order to let the new AA reuse a user’s public attribute key, the user needs to submit the public key obtained from other AAs to the user’s newly registered AA. Upon receiving the user’s existing public attribute key, according to the received public attribute key and access policy, the new AA only needs to generate the key corresponding to the attribute that the user currently does not have. In SCD2, CPs act as both AAs and data owners in SKP-ABE to manage the key assignment and to encrypt the contents they publish for achieving fine-grained access control. Meanwhile, to thwart potential interest flooding attacks, edge routers will send a sample encrypted with the same attribute set as the contents that users request to let users decrypt and see whether they have permission to access the contents. Finally, depending on the feature of sharing attributes, the redundant contents from different CPs in a router can be conveniently eliminated by communicating with any CP.

Our contributions can be summarized as follows:

- We propose a variant scheme of KP-ABE, called SKP-ABE, in which some attributes can be commonly used by different AAs. In such a way, the overhead of key management on the user side can be largely reduced.
- We propose a secure content delivery scheme for multiple CPs scenarios in ICN. Specifically, we utilize SKP-ABE to achieve fine-grained access control and conduct a challenge-response process at edge routers to protect network resources from being exhausted by illegitimate requests.
- We design a novel content deduplication mechanism that is compatible with SKP-ABE, in which a POW process is carried out when CPs publish contents at edge routers to make sure the contents cached in the core network are indeed owned by these CPs and duplicate contents are eliminated by communicating with one of the CPs.
- We formally analyze the security features of our scheme and estimate the performance by comparing our scheme with some existing schemes in terms of storage, communication, and computation overhead. Besides, we implement our scheme in a simulated network to test the effectiveness of content deduplication and retrieval efficiency.

The rest of this paper is organized as follows. Section II first introduces the related work and Section III states the preliminaries. Section IV presents the system model, the threat assumption, and design goals. After stating the structure of SKP-ABE in Section V, the proposed scheme, SCD2, is given in Section VI. Then section VII and section VIII show the security and performance analysis, respectively. Finally we conclude this paper in Section IX.

II. RELATED WORK

A. Access Control in ICN

At the beginning of designing ICN architecture, researchers have put the security framework into ICN [27]. However, the access control is achieved by public key infrastructure and each user needs to communicate with CPs for each content requested, which causes much overhead and is unfriendly to users.

Since then, more schemes have been proposed to provide better access control for secure content delivery. Li et al. [5] proposed a capability-based security enforcement scheme for ICN, in which users prove their identities through tokens obtained from CPs. AbdAllah et al. [6] proposed a decentralized access control protocol. In this protocol, routers can distinguish between legitimate users and illegitimate users through the random numbers assigned to users and routers. However, since the random numbers in routers are the same, this protocol is not secure enough once the random number is leaked. Fotiou et al. [7] proposed to transmit users’ requests to CPs for authentication, but it is inefficient due to the frequent authentication on the CP side. Zhu et al. [10] proposed a time-based content access control mechanism, which delegates authentication tasks from CPs to intermediate content distribution servers that act as proxies to ensure access management is done securely and effectively. Tourani et al. [28] designed a tag-based access control framework that bounds the users’ access rights with tags received from content providers. Routers in ICN determine whether they forward contents to users according to the validity of the tags embedded in the requests. Besides, access control in ICN can be achieved by utilizing some advanced encryption algorithm without authentication like attribute-based encryption [13], proxy re-encryption [14], broadcast encryption [12] and so
forth. However, these schemes are vulnerable to interest flooding attacks due to open access. To overcome these defects, Xue et al. [21] proposed a two-layer access control scheme where at edge routers an authentication based on group signature is conducted while contents are encrypted by broadcasting encryption to keep confidentiality. Although there have been many proposed schemes, none of them is able to run efficiently in the scenario where there are quantities of CPs and the access policies are diverse. Wu et al. [17] proposed a fine-grained privacy protection scheme, called CHTDS. It uses a fixed-length data partitioning idea and a CP-ABE encryption algorithm to encrypt big data blocks and implement access control. FGAC-NDN [18] is also a fine-grained access control scheme, which supports data confidentiality, potential receivers, and mobility. However, it assumes that online shop and consumers do not collude with each other.

B. Attribute-Based Encryption

Since the attribute-based encryption is proposed, it has been regarded as one of the promising techniques to provide fine-grained access control and has been widely used in cloud storage systems [29]–[31]. Goyal et al. [26] first put forward KP-ABE and use it to achieve fine-grained access control. After that, Chase [32] extended basic KP-ABE to multi-authority KP-ABE, in which a central authority (CA) is introduced. Then, Chase and Chow [33] further improved the privacy and security of their scheme, and eliminate CA by negotiating secret parameters between each two of the attribute authorities (AAs). Li et al. [34] proposed a multi-authority KP-ABE based on linear secret sharing scheme. Dougherty et al. [35] also proposed a multiple-authority KP-ABE access control framework for pervasive edge computing. Their scheme eliminates the need for the “always-on” authentication servers in the cloud by delegating the authentication tasks to semi-trusted edges. However, since the key assignment of different AAs is completely independent, users will get different keys corresponding to the same attributes, which largely increases the overhead of managing these keys.

Closely following the proposal of multi-authority KP-ABE, in 2008, Muller et al. [36] proposed the first multi-authority CP-ABE with many attribute authorities and a master authority responsible for key management. Then, Yang et al. [37] proposed a multi-authority CP-ABE scheme, where a central authority is only involved in system initialization. After that, a number of researchers propose their multi-authority CP-ABE schemes to address policy update [38], privacy-preserving [39], single-point bottleneck [40], [41], etc.

Nevertheless, since users are allowed to arbitrarily combine the attributes they have in CP-ABE, users can combine the attribute sets that are beyond their access privileges, once multiple content providers share some attributes. Sultan et al. [42] proposed a novel role-based encryption (RBE) access control scheme, which takes into account the hierarchies in roles. The scheme allows the consumers who pay a higher level of subscription to access contents both in the higher and lower part of the hierarchy using their decryption keys. Based on RBE, Sultan et al. [43] further proposed secure access and accountability framework for provisioning services. It can enable authenticated consumers to obtain the keys that decrypt required content and mitigate DoS attacks by an anonymous signature-based authentication scheme. However, it is unable to solve the problem of content duplication.

C. Content Deduplication

Content deduplication is a widely used technique to reduce storage space and upload bandwidth in the cloud storage system. To make it possible to conduct deduplication over encrypted contents, Bellare et al. [44] proposed message-locked encryption (MLE), in which message is encrypted by a message-derived key and identical message plaintexts have the same tags generated from the ciphersheets. After that, a lot of schemes were proposed to enhance the security and availability of MLE. Keelvedhi et al. [45] then introduced a key server to generate the file tag to protect data confidentiality. Li et al. [46] proposed a secure deduplication scheme with efficient and reliable key management, where users can securely distribute the convergent key shared across multiple servers. Jiang et al. [47] provided a deduplication solution with a stronger security guarantee, where the tag is fully randomized instead of being derived deterministically from the plaintext. But MLE cannot flexibly control data access and achieve fine-grained access control. Therefore, some data deduplication schemes based on attribute-based encryption [48], [49] are proposed. However, [48] doesn't consider the Proof of Ownership process, which is essential for data deduplication and directly related to the security of a scheme. Also, [49] needs to execute pairing operation for each tag every time when cloud conducts data deduplication, of which the overhead is unacceptable.

III. Preliminaries

A. Bilinear Map

Let \( \mathbb{G} \) and \( \mathbb{G}_T \) be multiplicative cyclic groups with the same prime order \( p \), and \( g \) be the generator of \( \mathbb{G} \). A bilinear map is defined as a mapping \( e : \mathbb{G} \times \mathbb{G} \rightarrow \mathbb{G}_T \) that has the following three properties:

1) Bilinearity: For all \( a, b \in \mathbb{Z}_p \) and \( u, v \in \mathbb{G} \), we have \( e(u^a, v^b) = e(u, v)^{ab} \);

2) Non-degeneracy: \( e(g, g) \neq 1 \);

3) Computability: For all \( g_1, g_2 \in \mathbb{G} \), there is an efficient algorithm to compute the mapping \( e(g_1, g_2) \).

Our scheme works on the bilinear pairings with Decisional Bilinear Diffie-Hellman (DBDH) assumption [50] as follows:

**Definition 1**: DBDH Assumption: Given a 4-tuple \((g^a, g^b, g^c, e(g, g)^z)\) as input, it is hard to distinguish whether \( z = abc \) or \( z \) is randomly chosen from \( \mathbb{Z}_p \). Specifically, an adversary \( A \) has a non-negligible advantage \( \epsilon \) to solve DBDH if

\[
\Pr \left[ A(g^a, g^b, g^c, e(g, g)^{abc}) = (g^a, g^b, g^c, e(g, g)^{abc}) \right] - \Pr \left[ A(g^a, g^b, g^c, \eta) = (g^a, g^b, g^c, e(g, g)^{abc}) \right] \geq \epsilon,
\]

where \( \eta \) is random in \( \mathbb{Z}_p \).
B. Key-Policy Attribute-Based Encryption (KP-ABE)

KP-ABE [26] is a cryptographic prototype that is widely used for secure access control in distributed systems. In a KP-ABE-based framework, users’ secret keys are restricted by an access policy defined by content providers, while the contents published from content providers are tagged by some attributes. Only when attributes associated with the contents satisfy the access policy of users’ secret keys, the users are capable of decrypting the contents. A normal KP-ABE scheme consists of four algorithms as follows:

 SetUp((pk, mk)) → (pk, mk): The setup algorithm takes a universal set of attributes U and the implicit security parameter as input. It outputs public parameters PK and a master key MK.

 Encrypt(M, S, PK) → CT: The encryption algorithm takes a message plaintext M, a set of attributes S used to represent the message, and public parameters PK as input. Then it outputs the corresponding ciphertext CT of the message.

 KeyGen(lys, mk, pk) → sk: The key generation algorithm takes an access structure lys, master key MK, and public parameters PK as input. It outputs the decryption key SK that implicitly contains lys.

 Decrypt((CT, sk, pk)) → M or ⊥: The decryption algorithm takes ciphertext CT, secret key SK, and public parameters PK as input. If the attribute set S of ciphertext CT satisfy the access structure lys of SK, it outputs the message M. Otherwise, it outputs ⊥.

C. Access Structure

Definition 2: Access Structure: Let \( \{P_1, P_2, \ldots, P_n\} \) be a set of parties. A collection \( \mathcal{A} \subseteq 2^{\{P_1, P_2, \ldots, P_n\}} \) is monotone if \( \forall B, C: \) if \( B \in \mathcal{A} \) and \( B \subseteq C \), then \( C \in \mathcal{A} \). An access structure (respectively, monotone access structure) is a collection (respectively, monotone collection) \( \mathcal{A} \) of non-empty subsets of \( \{P_1, P_2, \ldots, P_n\} \), i.e., \( \mathcal{A} \subseteq 2^{\{P_1, P_2, \ldots, P_n\}} \setminus \{\emptyset\} \). The sets in \( \mathcal{A} \) are called the authorized sets, and the sets not in \( \mathcal{A} \) are called the unauthorized sets.

In our paper, parties are presented by all kinds of attributes. The access structure \( T \) is expressed by a tree structure where each non-leaf node of the tree represents a threshold ("AND", "OR"), described by its children and a threshold value, and each leaf node represents an attribute. Denote \( n_x \) and \( k_x \) as the child node number and threshold value of a non-leaf node \( x \). Particularly, \( x \) is an OR gate when \( k_x = 1 \), and \( x \) is an AND gate when \( k_x = n_x \).

IV. SYSTEM MODEL, SECURITY ASSUMPTION AND DESIGN GOALS

A. System Model

Our system in ICN is composed of four entities: Internet Service Provider, multiple Content Providers, Central Authority, Users, which is shown in Fig. 1.

- Internet Service Provider (ISP): It owns an ICN network in our system and provides ICN access service to users and content providers. The routers in the ICN network are able to cache contents that are transmitted through them. According to their locations, we further divide them into two categories: edge routers and intermediate routers. Specifically, the edge routers directly connect with users and content providers, whereas intermediate routers do not. Intermediate routers perform caching and forwarding tasks, while edge routers are also responsible for authentication and content ownership verification in addition to the tasks of caching and forwarding.

- Content Providers (CPs): Like hulu, they are data owners as well as the helpers of content deduplication. For one thing, they need to deal with user registration and key management. To issue secret keys to users successfully, CPs also play the role of AAs in the general KP-ABE scheme. For another, they may help ISP deduplicate cached contents when there are enough economic incentives.

- Central Authority (CA): It is the administrator of the entire system, and is in charge of system initialization by generating system parameters and public keys of attributes. Also, it is the agent that helps CPs negotiate to decide which attribute is public, and it is responsible for public attribute announcement. In the real-world scenario, its task can be taken by a content provider league that is established by numerous content providers.

- Users: They are content consumers and possess secret keys bound with access structures. They can decrypt contents they request if and only if the attributes embedded in the contents satisfy the access structures of their secret keys.

B. Security Assumption

The ISP in our system is assumed to be semi-trusted. To be more precise, it is honest but curious. It will honestly follow the proclaimed protocols, but in the meantime, it also attempts to learn something from the contents it caches in the ICN network. We assume that CPs are also semi-trusted. They provide content subscription services to users and offer necessary assistance to ISP for content deduplication. However, they always intend to obtain the secret keys of private attributes of other content providers. Besides, we assume that different CPs adopt the same standard of encoding and media format, which means that different CPs will generate data packets with the same content fields for the same contents.
CA is a trusted entity in our system with the mission of initializing the entire system. Users in our system are assumed to be untrusted. They may try any means to obtain access permission beyond their privileges including colluding with each other.

C. Design Goals

In this paper, we intend to devise a secure content delivery and deduplication scheme for ICN, where multiple content providers are in the unified cryptographic system. Specifically, our scheme has the following design goals:

- **Data confidentiality.** The proposed scheme needs to ensure that unauthorized users and curious routers are unable to learn anything from the encrypted contents.
- **Scalable access control.** Our scheme should achieve fine-grained access control to meet the increasingly diverse access policies of content providers. In the meantime, it should be able to efficiently support the scenario of multiple content providers, which is specifically manifested as the key management overhead incurred by users is low.
- **Convenience in content deduplication.** The proposed content deduplication solution needs to be compatible with the entire security framework without complicated operations.
- **High efficiency.** The key management at the user side in our scheme should be simple and efficient. Specifically, the space of key management has low complexity. Also, our scheme should be efficient for users to fetch their desired contents.

V. STRUCTURE OF SKP-ABE

In this section, we first illustrate how to manage the attributes and corresponding keys. Then we describe the main construction of SKP-ABE.

A. Overview

1) Attribute Management.

In SKP-ABE, to make some users’ secret keys able to be commonly utilized by different AAs, we further categorize corresponding attributes as public attributes and private attributes. To be more specific, public attributes are generally expressed as common attributes that can be shared across content providers. There are usually two kinds of public attributes. One is the ones that represent users’ identities like age, occupation, and so forth. The other is the ones that most content providers commonly have, such as the type of users and categories of videos. On the contrary, private attributes are those that content providers don’t want to share with other CPs, and they generally are content providers’ identities, unique user types and categories, and so on.

In our scheme, content providers determine which attributes are public and which attributes are private through CA by negotiating. Content providers can get the public attribute information from CA, and if they want to share an attribute, they can register this attribute to CA. Meanwhile, if a content provider, like Netflix, wants to set an attribute, which has been announced as a public attribute (e.g., “Member”), to be private, it can easily create a new attribute “Member_Netflix” instead of using the public attribute “Member”. This process is exactly the same as the traditional CP-ABE, which shows that our scheme is compatible with the traditional ones in terms of attribute management.

In order to let users have as many public attribute keys as possible, in our system, only the attributes representing the identity of data owners (e.g., attribute “Netfix” for data owner Netflix) are the private attributes and others are all public attributes. Normally, to claim the ownership of content, when a data owner publishes content, the attribute set of the content always includes the data owner’s private attribute. For example, the contents published by Netflix always have the “Netfix” attribute in their attribute sets. Meanwhile, the implicit access structures in users’ secret keys are always the format: data owner’s private attribute AND specific access policy (like the access structure in Fig. 2) to distinguish different data owners.

2) Key Management.

To make public attribute keys shared among different AAs, all the AAs can obtain the master keys of public attributes, and use these keys to generate corresponding public keys and users’ attribute keys. It is noted that these attribute keys can be directly used to decrypt contents encrypted with the corresponding public keys of public attributes from any AA without any distinctions. However, since the master keys of private attributes can be solely obtained by the AAs that maintain these corresponding attributes, the public keys and users’ attribute keys corresponding to private attributes can only be issued by the AAs that maintain them. Unlike public attributes, users’ attribute keys of private attributes are only able to be used to decrypt contents encrypted with the corresponding public keys of private attributes from the issuer of these keys.

B. Main Construction

Our proposed SKP-ABE consists of four procedures: setup, key generation, encryption, and decryption as normal KP-ABE. The details in each procedure are as follows:

1) Setup: CA first generates a bilinear mapping group system $S = (p, G, G_T, g, e(., .))$, where $G, G_T$ are cyclic multiplicative groups with the prime order $p$, $e : G \times G \rightarrow G_T$ is a bilinear mapping, and $g$ is a randomly selected generator of $G$.

Then CA randomly chooses a number $t_i \in \mathbb{Z}_p$ for each attribute $Att_i \in \mathcal{U}$ as a part of master key, where $\mathcal{U}$ is the universal set of public attributes. The public parameter of CA is published as:

$$PK_{(i)} = \left( S, T_1 = g^{t_1}, \cdots, T_{|\mathcal{U}|} = g^{t_{|\mathcal{U}|}} \right).$$

If $AA_i$ wants to join the system, it is required to register to CA first. Upon CA successfully verifies its identity and admits it to be the one part of the system, $AA_i$ is able to obtain the master key corresponding to public attributes $(t_1, \cdots, t_{|\mathcal{U}|})$. Subsequently, it selects two random numbers $\alpha_i, \beta_i \in \mathbb{Z}_p$, where $\beta_i$ is used as a part of master key corresponding to the private attribute. Then it can obtain its master key.
MK_i = \{ \{t_1, \cdots, t_{|d|}\}, \alpha_i, \beta_i \} and publishes its public parameters as:

PK_i = \left( h_i = g^{\beta_i}, Y_i = e(g, g)^{\alpha_i} \right).

Besides, we define the Lagrange coefficient \( \Delta_{i,S} \) for \( i \in \mathbb{Z}_p \) and a set \( S \) of elements in \( \mathbb{Z}_p \): \( \Delta_{i,S}(x) = \prod_{y \in S, y \neq i} \frac{x - y}{i - y} \).

2) Key Generation: When the user \( U_j \) registers to an AA, the AA needs to run the key generation algorithm, which includes the following steps:

- **Access structure transformation:** In order to maintain data confidentiality when reusing the public attribute keys, AA should transform \( U_j \)'s access structure before generating secret keys. At first, AA adds \( n_x - 1 \) auxiliary nodes to each “OR” node \( x \) as its child nodes. Afterward, it adds one auxiliary child node to each “AND” node of which child nodes are all attribute nodes. Particularly, the child auxiliary node of each gate node can be the same. An example of access structure transformation is illustrated in Fig. 2.

- **Secret key generation and distribution:** In this step, there is a polynomial \( q_x \) which is associated with each node \( x \) in the transformed access structure \( T \). The polynomial \( q_x \) is generated in a bottom-up manner from leaf nodes to the root node \( R \). For each non-leaf node \( x \) in \( T \), the degree \( d_x \) of polynomial \( q_x \) is set as \( k_x - 1 \). And for the leaf node \( x \), \( d_x \) is set as 0. Besides, the polynomial \( q_x \) of non-root node \( x \) satisfies \( q_x(0) = q_{\text{parent}(x)}(index(x)) \). The procedure of key generation is a little different in two different situations: first registration and subsequent registrations to different CPs.

i) For \( U_j \)'s registration to first attribute authority \( AA_i \), to generate \( U_j \)'s secret keys, \( AA_i \) needs to choose a random number \( s_x \) for each non-auxiliary node \( x \) in \( S_T \) as its polynomial secret value (i.e., \( q_x(0) = s_x \)), where \( S_T \) is the set of all the leaf nodes in \( T \). Then \( AA_i \) can obtain the polynomial value \( q_x(0) \) of each non-leaf node \( x \) which has a threshold from bottom to top by computing:

\[
q_x(0) = \sum_{z \in S_x} \left( q_z(0) \Delta_{z,S_x}(0) \right),
\]

where \( z' = \text{index}(z), S_x' = \{ \text{index}(z) : z \in S_x \} \), and \( S_x \) is the \( d_x \)-size set of node \( x \)'s child nodes which have their polynomial values. Finally, \( AA_i \) gets the polynomial value \( s_R = q_R(0) \) of root node \( R \). Then \( AA_i \) obtains the polynomial value \( q_x(0) \) of auxiliary node \( x \) under an “OR” gate by computing \( q_x(0) = q_{\text{parent}(x)}(index(x)) \). After that, \( AA_i \) computes \( U_j \)'s secret keys as follows:

\[
SK = \left( T', D_{\ell} = g^{\alpha_{\ell}} \right) / E_R, D'_{\ell} = g^{\alpha_{\ell}^{(0)}},
\]

\[
\forall x \in S_{T,1} : D_x = g^{\alpha_{x}^{(0)}},
\]

\[
\forall x \in S_{T,2} : D_x = g^{\alpha_{x}^{(0)}},
\]

where \( x', S_{T,1}, \) and \( S_{T,2} \) represent private attribute, the set of the leaf nodes with the public attributes, and the set of auxiliary leaf nodes, respectively.

ii) After the first registration, when \( U_j \) wants to register to other different AAs, he/she needs to send all of his/her secret keys corresponding to public attributes to these AAs firstly. Assume that \( U_j \) registers to a new content provider \( AA_{i'} \) and the transformed access structure in \( AA_{i'} \) is denoted as \( T' \).

We also denote \( S_1 \) as the set of the leaf node \( x \) with public attributes that satisfies \( x \in S_1 \) and \( x \notin S_T \). Then, \( AA_{i'} \) chooses random number \( s_x = q_x(0) \in \mathbb{Z}_p \) for leaf node \( x \) in \( S_{T,1} \) and the leaf nodes with private attributes. \( AA_{i'} \) computes \( E_x = g^{s_x} \). For the received secret keys corresponding to the leaf node \( x \) with public attributes, \( AA_{i'} \) computes \( E_x = D_x^{s_x} = g^{\alpha_x^{(0)}} \). Then, \( AA_{i'} \) can obtain \( E_x \) of each non-leaf node \( x \) by computing:

\[
E_x = \prod_{z \in S_x} E_x^{\Delta_{z,S_x}(0)} = g^{\alpha_x^{(0)}},
\]

where \( z' = \text{index}(z), S_x' = \{ \text{index}(z) : z \in S_x \} \) and \( S_x \) is the \( d_x \)-size set of node \( x \)'s child nodes which have their polynomial values. After that, \( AA_{i'} \) obtains the polynomial value \( g^{s_x} \) of auxiliary node \( x \) under an “OR” gate by computing \( g^{s_x} = g^{\alpha_{x}^{(0)}} \). Finally, it generates \( U_j \)'s secret keys as follows:

\[
SK = \left( T', D_{\ell} = g^{\alpha_{\ell}} / E_R, D'_{\ell} = g^{\alpha_{\ell}^{(0)}},
\]

\[
\forall x \in S_{T,1} : D_x = g^{\alpha_{x}^{(0)}},
\]

\[
\forall x \in S_{T,2} : D_x = g^{\alpha_{x}^{(0)}},
\]

where \( R' \) is the root node of \( T' \).

3) Encryption: To encrypt message \( M \), the data owner needs to select a random number \( r \in \mathbb{Z}_p \). Then, it assigns a public attribute set \( S_M \) and the private attribute corresponding to its identity to the message \( M \). Suppose \( AA_i \) maintains the private
attribute, the data owner finally generates the ciphertext as follows:

\[ CT = (S_M, L_i = MY_i^r, C_i = g^r, C_i' = h_i^r, \]

\[ \forall x \in S_M : C_x = T_x^r). \]

4) Decryption: After receiving the encrypted contents CT, \( U_j \) first checks whether attribute set \( S_M \) satisfies the access structure \( T \) implicitly included in the secret keys obtained from \( AA \). If \( S_M \) doesn’t satisfy \( T \), the decryption algorithm returns \( \perp \); otherwise \( U_j \) decrypts \( CT \) in a bottom-up manner as follows:

- For the leaf node with private attribute, \( U_j \) computes

\[ F_x = e(C_1', D_i) = e(g, g)^{q^r}r. \]

- For a leaf node \( x \) with public attribute \( Att_i \), if \( Att_i \in S_M \), then \( U_j \) computes

\[ F_x = e(C_x', D_x) = e(g, g)^{q^r}r. \]

Otherwise, \( F_x = \perp \).

- For an auxiliary leaf node \( x \), \( U_j \) computes

\[ F_x = e(C_1, D_x) = e(g, g)^{q^r}r. \]

- For a non-leaf node \( x \), let \( S_x \) be an arbitrary \( k_x \)-size set of its child nodes. If set \( S_x \) exists, each element \( z \) of which satisfies \( F_z \neq \perp \), then \( U_j \) computes

\[ F_x = \prod_{z \in S_x} F_x^\Delta e^{\cdot, e^l(0)} = e(g, g)^{q^r}r. \]

Otherwise, set \( F_x = \perp \).

- Finally, \( U_j \) gets \( F_R = e(g, g)^{s_R}r \) or \( F_R = \perp \) for root node \( R \). If \( F_R \neq \perp \), then \( U_j \) can recover the message by computing

\[ M = \frac{L_i}{e(C_1, D_i)} = \frac{M e(g, g)^\alpha r}{e(g, g)^{\alpha r}r e(g, g)^{s_R}r}. \]

VI. OUR PROPOSED SCHEME: SCD2

A. Overview

SCD2 can be mainly divided into four phases: user registration, content publication, content retrieval, and content deduplication. Also, CPs play the role of both AAs and data owners in SKP-ABE for the tasks of secret key distribution and content publication, respectively.

When users register with CPs, CPs act as the AAs in SKP-ABE to assign secret keys to the users. With the introduction of public attributes in SKP-ABE, users can manage their keys far more efficiently. When CPs want to publish some contents, they act as the data owners in SKP-ABE. In order to achieve convenient content deduplication, before CPs publish contents to the core network, they are required to conduct a challenge-response process to prove their ownership of the contents that they claim to publish. This way, it can assure that the contents cached in the core network are all the contents that CPs indeed own. This is to prevent attackers from publishing some faked contents with correct tags as real ones to expect routers to delete their faked contents during deduplication and finally obtain the ownership of those real contents. Similarly, a challenge-response verification mechanism is also introduced in content retrieval phase and only legitimate requests are injected into the core network by edge routers for protecting the network resources. Finally, routers can randomly be in contact with one of the CPs which publish the identical popular contents and achieve efficient data deduplication on these popular contents.

In the following subsections, we take the NDN as an example of ICN architecture to illustrate the construction of our scheme.

B. User Registration

To acquire the capability of decrypting the contents from different CPs, users need to register with these CPs to get their secret keys firstly. For example, Fig. 3 shows the process of the registration of a user named Bob. After receiving the interest from Bob, the content provider generates the corresponding attribute keys for Bob by following the method proposed in SKP-ABE. Then, it encrypts the attribute keys by Bob’s public key and returns the corresponding data packet.

C. Content Publication

As shown in Fig. 4, when a CP wants to publish contents, it sends an interest which has the suffix “PUB_NOTI” to the edge router to start the Proof of Ownership (POW) process. Here, we assume that CP gets an extra secret key pair: \( sk_i = x_i, pk_i = g^{x_i} \) when \( CP \) registers with CA. Then, the edge router randomly chooses a number \( \text{chal} \in \mathbb{Z}_p \) as the challenge and replies to the interest with the corresponding data packet which contains the generated challenge.

Upon receiving the data packet that contains the challenge from an edge router, CP firstly computes a tag, \( Tag = H(g^{H(M)}) \), to reveal the correspondence between the tag and content \( M \), which helps routers determine whether two pieces of data are potential duplicates. Here \( H(\cdot) \) is a hash function: \( \{0,1\}^* \rightarrow \mathbb{Z}_p \). Afterwards, CP generates the corresponding
pre-compute some auxiliary information by computing $resp = H(M) - xi \times chal$. To preserve data confidentiality, CP needs to encrypt the content to be published. CP chooses a random number $k$ as a secret key to encrypt content $M$ by using a symmetric encryption algorithm such as AES and encrypts the secret key $k$ by using the SKP-ABE algorithm with attribute set $S_M$. Thus, it gets the encrypted content $\hat{C} = E_k(M)$ and the SKP-ABE ciphertext $\hat{C} = ABE.Enc(k, S_M)$. The CP generates the data packet of content to be published. Here content tag and signature $Sig(S_M, Tag)$ of Tag and $S_M$ form the MetaInfo field, and $\hat{C}$ and $C$ form the Content field. Finally, CP publishes the content by sending the data packet with $\hat{C}$ to the edge router.

Instead of transmitting the encrypted contents to the core network directly, the edge router is required to verify the ownership of the contents first by checking whether $H(g^{\text{resp} \times pk_i^{\text{chal}}}) = Tag$ and then verify the validity of $\text{Sig}(S_M, Tag)$. If so, the edge router believes CP indeed owns these contents and injects them into the core network; otherwise, it abandons these contents. Finally the content $M$ is stored as $(\hat{C}, \hat{C}, Tag)$ in the routers in ICN.

D. Content Retrieval

Here we suppose $U_j$ requests content $M$ published by $CP_i$. To speed up the authentication process, edge routers can pre-compute some auxiliary information:

$$\forall CP_i \in S_{sp} : AI_i = (\delta Y_i^\lambda, g^\lambda, h_i^\lambda), \forall x \in U : AI_x = T_x^\lambda,$$

where $S_{sp}$ represents the universal set of different CPs, $U$ is the universal set of public attributes, and $\delta, \lambda$ are the random numbers in $\mathbb{Z}_p$.

As shown in Fig. 5, $U_j$ first needs to send an interest which has the suffix “VERIFY”. Upon receiving $U_j$’s interest for verification, the edge router finds out the corresponding attribute set $S_M$ and sends the data packet to $U_j$ which contains the challenge $chal = \{ (AI_x, AL_x), E_{H(\delta)}(r) \}$, where $(AI_x, AL_x)$ is the encryption result $ABE.Enc(\delta, S_M)$ using SKP-ABE, $x \in S_M$ and $r$ is randomly chosen number. If the user is an authorized user, he/she is able to decrypt $ABE.Enc(\delta, S_M)$ and get the result $\delta'$ using secret keys obtained from $CP_i$ and other CPs. Finally, the user can recover the plaintext $r'$ from $E_{H(\delta)}(r)$ and sends the interest for the content with $r'$. The edge router believes the request is legitimate and forwards it to the ICN network if and only if the received response $r'$ is equal to $r$.

Besides, we can further accelerate request authentication by considering the continuity of users’ requests (i.e., users always continuously request a serial of different chunks of the same content). For the request of the first chunk of content, the authentication process is the same as that aforementioned. But for the subsequent requests of the chunks of the same content, we can use the method proposed in [20] to replace the complicated challenge-response authentication with simple hash authentication.

Specifically, when $U_j$ requests the first chunk of content, he/she generates a hash chain with proper length and sends the response with hash chain tail $H_{\text{tail}}$ piggybacked. After the first successful authentication, the edge router maintains an authentication state table (AST), which has two fields: the prefix of the filename $f$ and the latest received hash value $H_f$. Here $H_f$ is initialized as $H_{\text{tail}}$ at first. So for the subsequent requests, $U_j$ only needs to use the hash chain in reverse order and sends the request with the new element $H_{\text{new}}$. Due to the one-way property of the hash chain, the edge router can easily authenticate these requests by finding the item in AST which satisfies $H_{\text{tail}} = H(\text{H}_{\text{new}})$ with the same filename prefix. If such an item is found, it means that the authentication passes and the edge router update the latest received hash value as $H_{\text{new}}$.

E. Content Deduplication

TABLE I shows the content store (CS for short) table when routers in ICN cache the same content $M$ published by different CPs without deduplication. We can see that although these content are identical with the same tag, routers must store complete ciphertext from different CPs separately because of the different symmetric keys and randomly chosen numbers in SKP-ABE.

Considering the limited storage resources of routers in ICN, it is necessary for routers to deduplicate cached contents. Since unpopular contents cached in the routers always be replaced frequently, we only consider the popular contents which always take up cache space for a long time. As shown in Fig. 6, to conduct content deduplication, intermediate routers first need to check whether there are popular cached contents with the same tag $Tag$ regularly. If so, intermediate routers send one of the providers of these identical contents an interest with the signatures $\{ \text{Sig}(S_M, Tag) \}_{i \in I}$ and attribute sets $\{ S_M \}_{i \in I}$ of other CPs. Here $I$ is the set of the identifiers of other CPs, and $S_M$ represents the public attribute set of content $M$ published by $CP_i$. Then, the contacted CP
verifies received signatures and encrypts the symmetric key used in its own content with the same random number and different attribute sets \( \{S_{M,i}\} \in t \) of other CPs. Besides, in order to enhance CPs' positivity in helping ISP conduct content deduplication, ISP needs to offer CPs some economic incentives. Finally, the intermediate routers maintain only one copy of M, which are symmetrically encrypted, and delete the duplicate ones. Besides, they need to generate new signatures \( \text{Sig}_{\text{ISP}}(M) \) for modified contents to make the built-in security mechanism of ICN unaffected. Here we assume all the intermediate routers own the private key of ISP.

Let us take TABLE I(a) as an example. When an intermediate router finds that there are some duplications of popular content in its cache space, it randomly chooses one of them to encrypt its own content with the same random number and different attribute sets \( \{S_{M,i}\} \in t \) of other CPs. Here it chooses to send an interest packet with the signatures \( \text{Sig}(S_{M}, \text{Tag}) \) and \( S_{M} \) of Hulu and Netflix to Youtube. After verifying these signatures successfully, Youtube generates the corresponding ciphertext as follows:

\[
L_{i} = kY_{i}^{r}, \quad C'_{i} = h_{i}^{r}, \quad L_{i}^{\prime} = kY_{i}^{r}, \quad C''_{i} = h_{i}^{r},
\]

\[
\forall x \in S_{M,i} - S_{M}, \quad C_{x} = T_{x}^{r},
\]

where \( i, i', i'' \) are the identifiers of Youtube, Hulu, and Netflix, respectively, \( k \) is the symmetric key and \( r \) is the random number used by Youtube to encrypt its own M and \( k \), respectively, and \( S_{M,i} - S_{M} \) represents the set of public attributes used by all the three CPs. Then, Youtube returns these results to the router which asks for content deduplication. Finally, a lot of redundant data can be deleted and new signatures are generated. TABLE I(b) shows details in the CS table with deduplication, where many data can be shared in different CPs.

### VII. Security Analysis

#### A. Data Confidentiality

**Lemma 1:** If DBDH assumption holds on group \( \mathbb{G} \), there is no polynomial-time adversary that can break our SKP-ABE in the Attribute-based Selective-Set model (proposed in [26]) with non-negligible advantage.

**Proof:** Suppose we have a polynomial-time adversary \( A \) that can break our scheme in the Selective-Set model with a non-negligible advantage \( Adv_A \). Now we show how to construct an algorithm \( B \) that is able to break the DBDH assumption with non-negligible advantage.

**Initialize.** Challenger \( C \) initializes the system with a bilinear mapping \( e \), groups \( \mathbb{G}, \mathbb{G}_{T} \) and generator \( g \in \mathbb{G} \). Then, \( C \) tosses a secure random coin \( \mu \in \{0,1\} \) and generates a tuple \((A, B, C, Z)\). If \( \mu = 0 \), \( C \) sets the tuple as \((g^a, g^b, g^c, e(g, g)^c)\); otherwise, the tuple is set as \((g^a, g^b, g^c, g)^{a+b+c} \). Then, \( C \) sends the tuple to \( A \), which chooses a public attribute set \( S_i \) for each chosen content provider \( CP_i \), which will be challenged later.

**Setup.** Algorithm \( B \) generates public parameters for each chosen \( CP_i \). Set \( Y_i = e(g, g)^{a+b} \) (\( \alpha_i \) is implicitly set as \( ab \)) and \( h_i = g^{\beta_i} = g^{\gamma_i} \) (i.e., \( \beta_i = \gamma_i \)), where \( \gamma_i \) is a random number in \( \mathbb{Z}_p \). For any attribute \( x \in S_i \), it chooses a random number \( \gamma_x \in \mathbb{Z}_p \) and sets \( T_x = g^{\gamma_x} \) (i.e., \( t_x = \gamma_x \)). For every other attribute \( x \in U \setminus S_i \), it sets \( T_x = g^{b\eta_x} = B^{b\eta_x} \) (i.e., \( t_x = b\eta_x \)), where random number \( \eta_x \in \mathbb{Z}_p \). Then, \( B \) sends the public parameters to \( A \).

**Secret Key Queries.** \( A \) adaptively makes requests to each chosen content provider \( CP_i \) for secret keys corresponding to any access structures \( T_i \), which is not satisfied by attribute set \( S_i \). Let \( CP_j \) be the first content provider queried.

- The CP queried by \( A \) is \( CP_j \). To generate the secret keys, \( B \) needs to assign a polynomial \( Q_x \) of degree \( d_x \) for every node in the access tree \( T_i \). We first define the following two procedures: \( \text{PolySat} \) and \( \text{PolyUnsat} \).

  **PolySat** \( (T_x, S) \): This procedure sets up the polynomial for the root node \( x \) of a 2-layer access subtree \( T_x \) with satisfied leaf nodes \( x' \). If \( x \) is an "AND" node, for all leaf nodes \( x' \) in subtree \( T_x \) without a polynomial, it randomly chooses number \( s_{x'} \in \mathbb{Z}_p \) and sets \( q_{x'}(0) = s_{x'} \). If \( x \) is an "OR" node, for the attribute leaf nodes \( x' \) in subtree \( T_x \) without a polynomial, do the same thing. For the attribute leaf nodes \( x' \) in subtree \( T_x \) with a polynomial in both situations, it directly uses these polynomials. By interpolation, it can easily get the polynomial of root node \( q_x(0) \). For the “OR” node \( x \), it finally needs to generate the auxiliary child nodes’ polynomial \( q_{x'} = q_x(index(x')) \).
PolyUnsat(Tx, S): This procedure sets up the polynomials for the root node x of a 2-layer access subtree Tx whose leaf nodes x' are not all satisfied nodes. If x is an “AND” node, for all leaf nodes in subtree Tx without a polynomial, if x' is a satisfied node, it randomly chooses a number $s_{x'} \in \mathbb{Z}_p$ and sets $q_{x'}(0) = s_{x'}$; otherwise, it defines the polynomial of x' as $g^{q_{x'}(0)} = g^{s_{x'}}$. If x is an “OR” node, it only generates polynomials for attribute leaf nodes x' without a polynomial like “AND” node. For the leaf nodes x' in subtree Tx with a polynomial, it directly uses these polynomials. By interpolation, it gets the polynomial of their parents’ node $g^{\theta_x(0)}$. For “OR” node x, it finally needs to generate the auxiliary child nodes’ polynomial $g^{\theta_x'} = g^{\theta_x(\text{index}(x'))}$.

To give the secret keys for access structure $T_j$, B runs algorithm PolySat(Tx, S) or PolyUnsat(Tx, S) for each node from the penultimate layer to the first layer in order according to the situation of subtree Tx. Finally, B gets the polynomial $g^{\theta_{m_j}}$ of the root node in $T_j$. We let $g^{\theta_{m_j}} = g^{\theta_{x_j}}$, where $\bar{x}_j = a - q_{x_j}(0)$. Notice that for each attribute leaf node x of $T_j$, we know $q_x$ completely if x is satisfied; if x is not satisfied, then at least $g^{q_{x}(0)}$ is known (in some cases $q_x$ might be known completely).

Now B defines the final polynomial $Q_x(\cdot) = bq_x(\cdot)$ for each node x in $T_j$. Then the secret keys for access structure $T_j$ is constructed as:

$$SK = (T_j, D_j = g^{\alpha_j - q_{n_j}(0)} = g^{\bar{x}_j} = B^z, \quad D'_j = g^{\Delta_j(0)} = \frac{B^{\bar{x}_j}}{B^{x_j(0)}}, \quad \forall x \in S_{T_j} \cup S_j: \quad D_x = g^{Q_x(0)} = g^{bq_x(0)} = B^{x_j(0)}, \quad \forall x \in S_{T_j} \cap S_j: \quad D_x = g^{Q_x(0)} = g^{\frac{B^{x_j(0)}}{B^{x_j(0)}}} = B^{\frac{q_x(0)}{bq_x(0)}}, \quad \forall x \in S_{T_j} \cap S_j: \quad D_x = g^{\frac{Q_x(0)}{x_j}} = g^{\frac{B^{x_j(0)}}{B^{x_j(0)}}} = g^{\frac{q_x(0)}{x_j}}).$$

The CP queried by A is not $CP_j$ denoted as $CP_{j'}$. For the leaf nodes $x \in T_j \cap T_{j'}$, B will use the same polynomial $q_x$. For other nodes, B generates polynomials and the final secret keys as what it does when $CP_j$ is queried.

Challenge. A submits two challenge messages $m_0$ and $m_1$ to B for $CP_j$. Then, B toses a secure coin $\nu \in \{0, 1\}$ and returns an encryption result of $m_\nu$ to A. The ciphertext is constructed as:

$$CT = (L_i = m_\nu Z, C_i = \bar{C}, C'_i = \bar{C}^{\gamma_i}, \{C_x = \bar{C}^{\gamma_x} \}_{x \in S_i}).$$

If $\mu = 0$, then $Z = e(g, g)^{abc}$. We let $r = e$ and we can have $Y_r = e(g, g)^{abc} = e(g, g)^{abc} = Z$, $C_i = \bar{C}^{\gamma_i} = \bar{C}^{\gamma_i}$, and $C_2 = (\bar{g}^{r})^{\gamma_i} = \bar{C}^{\gamma_i}$. Therefore, ciphertext CT is a valid random encryption of message $m_\nu$. If $\mu = 1$, then $Z = e(g, g)^{r}$. Since z is a random number in $\mathbb{Z}_p$, $L_i = m_\nu (e(g, g)^{r})$ is a random element of $\mathbb{G}_T$ which contains no information of $m_\nu$ from the view of A.

More Secret Key Queries. A repeats secret key queries phase to request secret keys for other access structures that can not be satisfied by set $S_i$ from each chosen $CP_j$.

Guess. A outputs its guess $\nu'$ of $\nu$. If $\nu' = \nu$, B outputs its guess $\nu' = 0$ to indicate that $Z = e(g, g)^{abc}$; otherwise, it outputs guess $\nu' = 1$ to indicate that $Z$ is a random element in $\mathbb{G}_T$.

In the case where $\mu = 1$, i.e., $Z$ is random in $\mathbb{G}_T$, A can not get any information on it. So we have $Pr[\nu' = \nu | \mu = 1] = \frac{1}{2}$. Otherwise when $\mu = 0$, the ciphertext CT is a valid random encryption of $m_\nu$. Since A has an advantage $Adv_A$ to break our scheme in Selective-Set model, we have $Pr[\nu' = \nu | \mu = 0] = \frac{1}{2} + Adv_A$. Then, we have $Pr[\nu' \neq \mu | \mu = 1] = \frac{1}{2}$ and $Pr[\nu' \neq \mu | \mu = 0] = \frac{1}{2} + Adv_A$ because when $\nu' = \nu$, B guesses $\mu = 0$.

Finally we can get the overall advantage of algorithm B in DBDH game:

$$Adv_B = \left| Pr[\nu' = \mu | \mu = 0] - Pr[\nu' \neq \mu | \mu = 1] \right| = \left| \left( \frac{1}{2} + Adv_A \right) - \frac{1}{2} \right| = Adv_A.$$

We can conclude that if there is a polynomial-time adversary who can break our scheme in Selective-Set model with non-negligible advantage $Adv_A$, we can find an algorithm to solve the DBDH problem with a non-negligible advantage $Adv_A$.

So Lemma 1 is proved.

Lemma 2: If the security of Shamir’s secret sharing scheme holds [51], any malicious user cannot decrypt the contents beyond their privileges through shared attribute secret keys.

Proof: The access structure transformation implemented before issuing the secret keys can be divided into two parts: adding the corresponding number of auxiliary nodes to each “OR” gate, and adding one auxiliary node to “AND” gate, of which child nodes are all leaf nodes. We show how these two parts prevent malicious users from utilizing shared attribute secret keys to break confidentiality.

After implementing the access transformation, according to Lagrangian Interpolation, we can find that the polynomials of nodes $x_1, x_2, \cdots, x_n$ are not the same, i.e., $q_{x_1}(0) \neq q_{x_2}(0) \neq \cdots \neq q_{x_n}(0)$, where $x_1, x_2, \cdots, x_n$ are the child nodes of an “OR” gate in the access structure assigned by $CP_j$. Thus, unlike traditional KP-ABE, in which the polynomials of child nodes under “OR” gates are the same, users cannot get extra information through “OR” gates in our scheme besides the polynomials of auxiliary nodes.

If malicious user $U_j$ successfully decrypts the contents of which the attribute set dissatisfies the “AND” gate with the same n attribute child nodes and an extra auxiliary child node in his/her access structure assigned by $CP_j$, it means he/she can reconstruct the polynomial of the “AND” gate, through limited polynomials of child nodes and auxiliary nodes $x_a$ under aforementioned “OR” gate $\{q_{x_a}(0)\}_{a=0}^t = 0 \cdots \neq q_{x_n}(0)$, where $t < n$. It is obviously breaks the security of Shamir’s secret sharing scheme. Thus Lemma 2 is proved.

Based on Lemma 1 and Lemma 2, we can conclude that data confidentiality can be guaranteed in our system.
B. Impersonation Attack Resistance

Lemma 3: If the security of Shamir’s secret sharing scheme holds, any content provider cannot impersonate a user through the public attribute keys that the user sent to it during registration process.

Proof: Through the key generation process of SKP-ABE, we can see that a user’s secret keys consist of five parts: access structure $T$, the key corresponding to root node $D_0$, private attribute key $D'_i$, public attribute keys $D_x$ and keys corresponding to auxiliary leaf nodes $D_z$. To impersonate a user, the content provider needs to obtain all of these keys, which means that given public parameters $PK_{CA}, PK_i$ of CA and the target $CP_i$ and public attribute keys $D_x$, the content provider can get other four parts of the user’s secret keys.

First, due to the limited possibilities of the access structure $T$, it is likely for the dishonest content provider to obtain it by brute force. Then, since the polynomial values in $D_i$ and auxiliary node keys $D_z$ are selected by random, if this content provider wants to impersonate a user, it can only guess the polynomial value by guessing without any useful information. Because normally the prime order $p$ is a large number, the probability of the dishonest content provider guessing correctly is negligible. Finally, for the key corresponding to root node $D_0$, if this content provider can obtain it with public attribute keys only, it means that it can break the security of Shamir’s secret sharing scheme, which obviously contradicts our assumptions.

This completes the proof.

C. Interest Flooding Resistance

Lemma 4: Any adversary cannot launch interest flooding attacks by sending a mass of illegitimate requests to exhaust resources in ICN.

Proof: The edge routers in our system are the guards for inspecting the illegitimate requests. To access certain content, users must pass the authentication at the edge router side by decrypting the ciphertext $ABE.Enc(\delta, S_f)$ received from edge routers. Since if and only if the access structures $T$ implicitly contained in users’ secret keys are satisfied by attribute set $S_f$, the ciphertext can be decrypted, any adversary who is not granted access to the content (i.e., $S_f$ cannot satisfy his/her access structure) is unable to pass the authentication and his/her requests will be abandoned by edge routers at the very beginning. Therefore our system can guarantee the resistance of interest flooding.

D. Unforgeability

Lemma 5: The correct responses in POW process for publishing some contents can not be forged by any adversary who has no ownership of these contents to deceive edge routers and get ownership during content deduplication.

Proof: In our system, CPs must finish the POW process to prove that they have ownership of the contents to be published. If some adversaries break the POW process, they can publish some faked contents with the correct tags of the contents they expect to own. There is going to be a high probability that their faked contents are deleted during deduplication and they successfully obtain the ownership of real contents from other CPs.

However, the adversaries must get the correct $H(M)$ of the content they want to disguise if they try to forge correct responses. Suppose adversaries can get all the messages during the challenge-response process. If an adversary can compute $H(M)$ without the knowledge of $M$, i.e., given $resp = H(M) - x_i \times \text{chal}, Tag = H(g^{h(M)}, \text{chal})$, it can compute $H(M) = resp + x_i \times \text{chal}$ or $H(M) = \log(H^{-1}(Tag))$. The former attempt is impossible unless the adversary can get the private key $x_i$, but leaking private key is out of our consideration. The latter one is obviously contradicting with the one-way property of hash function and intractability of discrete logarithm problem. Thus, the correctness of Lemma 5 can be ensured.

E. Feature Comparison

We compare our proposed SCD2 with several other schemes in terms of data confidentiality, interest flooding resistance, offline CP, multiple CPs, fine-grained access control, and additional features. As shown in TABLE II, scheme Capability doesn’t consider data confidentiality, and CHTDS, FGAC-NDN, and AccConf are vulnerable to IFA. Among these schemes, only FGAC-NDN needs an online CP to respond to requests. Besides, although some schemes have the features of supporting multiple CPs and some schemes can support fine-grained access control, none of them can have both features and achieve high scalability except SCD2. As for additional features, SEAF and SCD2 support service accountability and content deduplication respectively. Above all, only our proposed SCD2 possesses all of the desired security features.

VIII. PERFORMANCE EVALUATION

In this section, we first analyze the storage, communication, and computation overhead of our proposed scheme. Then,
we implement SCD2 in a simulated NDN network to test the performance of content retrieval and deduplication.

A. Overhead Analysis

For clarity of description, we have the following definitions: Let $p$ be the size of elements in the groups with prime order $p$, $|C|$ be the size of symmetrically encrypted ciphertexts, $|H|$ be the size of hash values and $|\text{Sig}|$ be the size of signatures. Besides, we denote $N_u, N_{m,1}, N_{m,2}, N_{m,3}, N_A, N_{a,1}, N_{a,2}, N_1, N_{i,j}, \Delta_m, \Delta_x$ as the number of users, contents published by CPs, contents cached in routers, contents requested by users, AAs (i.e., CPs in this paper), all attributes, the attributes corresponding to certain content, attributes maintained by CPs, attributes obtained in $U_j$’s access structure, contents deleted during deduplication, and duplicated attributes in different access structures, respectively. $N_{au}$ represents the average number of the auxiliary nodes in users’ access structure from different CPs, and $N_x$ represents the average number of attributes in users’ access structure from different CPs.

1) Storage Overhead We compare SCD2 with other schemes that can support multiple CPs in terms of storage overhead with the same number of access policies used. Specifically, when there are $N_x$ attributes used to generate access structures and suppose only “AND” gates exist in these structures, CPs can define $2^{N_x}$ different access policies.

TABLE III shows the details of storage overhead on each entity. Except for Capability [5] and TACTIC [28], all of the other schemes mentioned here, i.e., SEAF [20] and our scheme, have storage overhead on CPs. In SEAF [20], CP needs to store every user’s information to trace them. Similarly, in SCD2, CP is required to store secret information for each attribute and its secret key pair $(sk_i, pk_i)$.

From the perspective of routers, SEAF, Capability, and TACTIC all need to store $N_m$ ciphertexts and some other information to help with decryption or authentication. In TABLE III, $T_P, T_Q$ are the sets used to authenticate requests in Capability, and $BF$ is the bloom filter in TACTIC, and the size of BF increases as the number of users and content providers grows. While with content deduplication, SCD2 can store less $\Delta_m$ ciphertexts. Considering the fact that the size of ciphertexts $|C|$ is much larger than other terms, SCD2 is able to store more useful contents with the same size of cache space, which will also be confirmed in Section VIII-B.

The storage overhead on users in TACTIC is proportional to $N_A$. In SEAF and Capability, it is related to $N_A$ and $2^{N_x}$. So as the number of CPs, contents, and access policies grow, the storage overhead on users will increase rapidly. Due to the huge number of contents and CPs in the real world, the size of secret keys each user stores in these schemes will be extremely large.

Our proposed scheme has the least storage overhead on user because users just need to store the secret keys of different attributes and additional auxiliary nodes. Since with more CPs, the probability of duplicated attributes being utilized to construct access structures by different CPs will be larger. In the most extreme cases where a user already has the secret keys of all the public attributes, the storage overhead will turn to $(2N_A + N_{a,1} + N_A N_{au})|p|$. Even if compared with the scheme using standard KP-ABE whose storage overhead at user side is $N_A(N_x+2)|p|$, our scheme also has big advantages when the number of CPs is large because $N_{au}$ is much less than the number of duplicated attributes. Fig. 7 illustrates the storage cost at user with the fixed probability of duplicated attributes: 10% and $|p|$ equals 160 bits. We can see that even with 43 CPs and 10 attributes on average, a user only needs to store 12.9 KB secret keys, which is efficient enough in key management.

2) Communication Overhead The communication overhead comparison among SKP-ABE, Chase’s schemes [32], [33] (denoted as scheme-1 and scheme-2) and Li’s scheme [34] is shown in TABLE IV. During the system initialization phase, since AAs in Li’s scheme are entirely independent, there is no need for them to communicate. However, each AA in Chase’s scheme-1 and scheme-2 and our scheme needs
TABLE V

<table>
<thead>
<tr>
<th>Scheme</th>
<th>$Z_p$</th>
<th>Multiplication</th>
<th>Addition</th>
<th>Exponentiation</th>
<th>Multiplication</th>
</tr>
</thead>
<tbody>
<tr>
<td>Li’s scheme [34]</td>
<td>N/A</td>
<td>$(2l + 1)n$</td>
<td>$2n(l - 1)$</td>
<td>$6n$</td>
<td>$3n$</td>
</tr>
<tr>
<td>Chase’s scheme-1 [32]</td>
<td>N/A</td>
<td>$d(d - 1)/2 + n$</td>
<td>$d$</td>
<td>$n$</td>
<td>N/A</td>
</tr>
<tr>
<td>Chase’s scheme-2 [33]</td>
<td>N/A</td>
<td>$N_A + n + d(d - 1)/2 + d + N_A(N_A - 1)$</td>
<td>$2(N_A - 1) + n$</td>
<td>$(N_A + 1)(N_A - 1)$</td>
<td>N/A</td>
</tr>
<tr>
<td>SKP-ABE (1st CP)</td>
<td>$d$</td>
<td>$n + d - n_2$</td>
<td>$1$</td>
<td>$3 - n_ux$</td>
<td>N/A</td>
</tr>
<tr>
<td>SKP-ABE (2nd CP)</td>
<td>$d$</td>
<td>$n + d - n_2 - \Delta n_p$</td>
<td>$N/A$</td>
<td>$3 + n_ux + d + n$</td>
<td>$d - n_2 + 1$</td>
</tr>
</tbody>
</table>

* $n, n_2, n_ux, d$ represent the number of attribute nodes, non-leaf nodes, auxiliary nodes and the sum of threshold in the access policy, respectively. And LCC is short for Lagrange Coefficient Computation.

TABLE VI

<table>
<thead>
<tr>
<th>Entity</th>
<th>Operation</th>
<th>Time (ms)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Response</td>
<td>Generation</td>
<td>$\approx 0$</td>
</tr>
<tr>
<td>Content</td>
<td>Tag Generation</td>
<td>1.344</td>
</tr>
<tr>
<td>Provider</td>
<td>AES-256</td>
<td>0.004 (1KB)</td>
</tr>
<tr>
<td>Provider</td>
<td>SKP-ABE (10 attributes)</td>
<td>16.134</td>
</tr>
<tr>
<td>Edge Router</td>
<td>Response Verification</td>
<td>2.694</td>
</tr>
</tbody>
</table>

In SKP-ABE, users are able to precompute some values associated with auxiliary nodes to decrease the computation overhead of decryption. They can compute

$$F'_x = \prod_{z \in \bar{S}_x} g^{s_z(0) \Delta x_z s'_x}$$

in advance for non-leaf node $x$, where $\bar{S}_x$ is the set of auxiliary child nodes of $x$. Upon receiving the ciphertext, they can get the correct $F_x$ by computing

$$F_x = e(C_x, F'_x) \prod_{z \in S_x \setminus S_x} F^{\Delta x_z s'_x}.$$  

Finally, users only need to conduct $n_2$ more times of multiplication in $Z_p$ and exponentiation in $G$ and one more time of pairing than Chase’s scheme-1, where $n_2$ is the number of non-leaf nodes in users’ access structures.

Then, we implement POW in content deduplication phase by using GNU Multiple Precision Arithmetic (GMP), Pairing-Based Cryptography (PBC), and OpenSSL libraries. The experiment is conducted on a Linux system (Ubuntu 16.04 LTS) with a 3.6GHz Intel Core i7 processor and 20G RAM. TABLE VI demonstrates the computation cost of each step in the challenge-response process. Note that the largest cost in the process is the encryption using SKP-ABE, which costs 16.134 ms with 10 attributes contained in the contents. Since encryption using AES-256 and SKP-ABE can be pre-computed before the POW, the content deduplication is efficient enough.

B. Performance in Simulations

Here, we implement SCD2 in a simulated named data network (NDN) environment using ndnSIM 2.3 [52], which is a typical type of ICN architecture. The network topologies are generated by using BRITe [53], where the number of user nodes is 20% of routers. The links between any two routers

to communicate with CA or other AAs to determine the parameters, but the overhead of our scheme is not larger than Chase’s schemes. In the key generation and distribution phase, our scheme brings a little extra communication overhead on AA and users compared with Chase’s scheme-1 because of the extra auxiliary nodes generated in access structure transformation. But it is much less than Li’s scheme and Chase’s scheme-2. Besides, our scheme outperforms Li’s scheme on communication overhead in the encryption/decryption phase on account of the smaller size of our ciphertext. In conclusion, the communication overhead in SKP-ABE is acceptable.

3) Computation Overhead

Our proposed SKP-ABE introduces some auxiliary nodes in users’ access structures, so it is inevitable to bring some extra computation overhead in key generation and decryption phases. The detailed comparison on computation overhead of key generation is illustrated in Table V.

SKP-ABE and Chase’s scheme-2 have the same computation overhead of encryption. Compared with these two schemes, Chase’s scheme-1 needs one less exponentiation operation, but Li’s scheme performs worst, with extra $3n$ exponentiation and $2(N_A - 1)$ multiplication on $G$ and $2n$ multiplication on $Z_p$.

Chase’s scheme-1 has the least computation overhead in the decryption phase. The decryption in Chase’s scheme-2 involves $n + 1$ more Multiplication and one more exponentiation in $G$. However, Li’s scheme has a much higher computation overhead, since it is required to conduct 2 more pairing operations for each attribute.

Fig. 7. Storage cost at user.
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have randomly selected bandwidth and delay from 1 to 5 Gbps and 1 to 5 ms respectively. Users connect with edge routers through a link whose bandwidth is 100 Mbps and delay is 1 ms.

1) Content Deduplication Performance We first test the deduplication efficiency of our scheme, which is represented by payload ratio (i.e., the ratio of nonredundant content size to the full CS size). In this simulation, users can request contents from different randomly chosen CPs and their requests of each CP follow the Zipf popularity distribution. In other word, the probability of a user requesting the $i$-th popular content of a CP is $p_i = \frac{F(\alpha)}{i^\alpha}$, where $F(\alpha)$ is the normalization factor and $\alpha$ is the Zipf exponent. We consider that the $i$-th popular content, where $i \% 2 = 0$, from each CP, is the same content and we only conduct content deduplication on $k$ most popular contents. The cache policy in this simulation is LFU, $\alpha$ is set as 0.8, and each CP has 100 contents.

Fig. 8 shows the results of payload ratio in an intermediate router after users sent 60000 requests. As shown in Fig. 8(a), when there are 2 CPs, the payload ratio of standard NDN which has no content deduplication mechanism maintains around 75% with growing CS size. Although the payload ratio of SCD2 witnessed a downward trend as the CS size increases due to the increasing unpopular duplicated contents, SCD2 far outperforms standard NDN. And a higher chosen $k$ value leads to a higher payload ratio because routers can delete more duplicated contents, but in the meantime, higher $k$ also incurs more communication overhead. Thus, ISP should consider the tradeoff between deduplication efficiency and communication overhead and choose the proper $k$ value. Similar results of the simulation where there are 3 CPs can be seen in Fig. 8(b). The payload ratio of standard NDN stays at about 65%, which is much worse than that of SCD2. SCD2’s payload ratio decreases slower than that in the simulation which has 2 CPs because of the lower probability of duplicated unpopular contents. Therefore, we can conclude that when the number of CPs becomes huge, SCD2 can have high efficiency in content deduplication.

To show how content deduplication influences the network performance, we also test the cache hit ratios before and after content deduplication with different numbers of CPs. We let user nodes send 1000 interests in a second by following the Zipf popularity distribution. Each router node has the same fixed cache space. From Fig. 9, we can see that as the number of content providers increases, the cache hit ratio before deduplication decreases gradually, whereas the cache hit ratio of a network with duplicate content de-duplication keeps steady. When the cache size is 1000 MB, it improves about 32% for 10 CPs. At the same time, we note that when the node’s cache space becomes larger, the gap between the performances before and after deduplication will be narrower. However, when the cache size becomes 5000 MB, the scenario with deduplication still performs better than the one without deduplication by 24%. It thus verifies that it is necessary to conduct content de-deduplication in ICN, and SCD2 can effectively improve the cache utilization in the network through content de-duplication.

2) Access Control Performance Then, we make comparisons between standard NDN, SCD2, and clumsy SCD2 in terms of content retrieval delay. Here CPs only use symmetric encryption to preserve confidentiality in standard NDN and in clumsy SCD2, edge routers authenticate all of the requests by challenge-response mechanism. In the simulations, users request continuous chunks of a file and they do not send the next requests until they receive the contents of current requests. Besides, users’ access structures in different CPs are like Fig. 2 with 3 “AND” gates and one “OR” gate.

Specifically, we first evaluate the relation between content retrieval delay and network size. The chunk size is set to 1 MB and every file comprises 10 chunks in this simulation. As illustrated in Fig. 10(a), the content retrieval delay increases when network size grows in all three schemes. But compared with standard NDN, SCD2 only introduces a little extra overhead, which is about 10 ms, because of hash chain authentication, while clumsy SCD2 incurs 90 ms extra delay since it has to conduct complicated challenge-response authentication.

We also test the content retrieval delay with different file sizes ranging from 0.1 to 3.2 GB. The simulation is conducted on a network topology of 1000 nodes and the chunk size is also set to 1 MB. As we can see in Fig. 10(b), with growing file size, since there are more chunks to be transmitted, content retrieval delay also increases. SCD2 shows great performance that is nearly the same as the performance of standard NDN. Nevertheless, due to more requests that need to be authenticated, the disadvantage of using the challenge-response mechanism for every request is magnified with increasing file size. So the extra delay introduced in clumsy SCD2 increases from 1.013 to 32.416 s when file size varies from 0.1 to 3.2 GB.
According to aforementioned simulations, we conclude that SCD2 is highly efficient and effective in both content delivery and content deduplication.

IX. CONCLUSION

In this paper, we proposed a new content delivery scheme, named SCD2, to ensure secure content delivery and deduplication in ICN with multiple content providers. By adopting the SKP-ABE in which different CPs can share public attributes, our proposed scheme is able to achieve fine-grained access control with efficient key management. In SCD2, in addition to using SKP-ABE, we also designed an attribute-based challenge-response authentication mechanism at edge routers to thwart the potential interest flooding attacks. Furthermore, routers in ICN can conduct content deduplication for those popular contents by asking one of the CPs for some security parameters. Finally, through analysis on security and performance, we proved that SCD2 is secure enough and highly efficient with acceptable overhead.
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